冒泡排序算法-BubbleSort

# 冒泡排序简述（Bubble Sort）

排序分成两种，从大到小和从小到大，这里默认是**从小到大排序**。（从小到大冒泡排序分为两种，**从后往前排序**和**从前往后排序）**。一般采用**从前往后**排序。

冒泡排序重复地走访过要排序的数列，一次比较两个元素，如果他们的顺序错误就把他们交换过来。走访数列的工作是重复地进行直到没有再需要交换为止，也就是说该数列已经排序完成。这个算法的名字由来是**因为越大的元素会经由交换慢慢“浮”到数列的顶端**，故名。

# 算法原理：（从前往后，从小到大排序）

## 设数组有N个元素，共需要N-1轮。每一轮所需要的比较次数依次从N-1到1；因此外循环i最好设置为从N-1到1，便于内循环参数设置；（若外循环i从N-1到1，则内循环j需要从0到i-1即可；若外循环i从0到N-1，内循环j需要从0到N-1-i）；（显然第一种好些）

## 第一轮，从前往后，依次比较相邻的两个元素，共有N-1对比较。如果第一个元素比第二个大，就交换他们两个，否则不交换。完成第一轮，数组最后一个元素一定是最大值，后续就不需要对最后一个元素作比较了。

## 然后，开始第二轮，第二轮需要N-2次比较，完成第二轮，数组倒数第二个元素为第二大值；第三轮，需要N-3次比较；第N-1轮，需要1次比较即可。每一轮比较都会把最大的值排到最后。

## 经过N-1轮之后，所有的元素已经排好。

# Java代码实现：

外循环i从N-1到1：

**public** **static** **void** bubbleSort(**int** a[]) {

**int** N = a.length;

**int** temp = 0;

**for (int i = N - 1; i > 0; i--) {**

**// 外循环i从N-1到1**

**for (int j = 0; j < i; j++) {**

**// 内循环j从0到i-1**

**if** (a[j] > a[j + 1]) {

temp = a[j];

a[j] = a[j + 1];

a[j + 1] = temp;

}

}

}

}

掌握好冒泡排序的关键是：**控制嵌套循环的意义，外循环控制轮数，N个数据，需要N-1轮，for(int i=N-1;i>0;i--)；内循环控制每轮的比较次数，第i轮需要比较i-1次，for(int j=0;j<i;j++)。**

外循环i从0到N-2：（当然i也可以从1到N-2，那么j就从0到N-i）

**public** **static** **void** bubbleSort(**int** a[]){

**int** N = a.length;

**int** temp = 0;

**for(int i = 0;i < N-1;i++){**

// 外循环控制轮数

**for(int j = 0;j < N-i-1;j++){**

// 内循环控制每轮比较的次数，逐渐减少至0

**if**(a[j] > a[j+1]){

temp = a[j];

a[j] = a[j+1];

a[j+1] = temp;

}

}

}

}

掌握好冒泡排序的关键是：**控制嵌套循环的意义，外循环控制轮数，N个数据，需要N-1轮，for(int i=0;i<N-1;i++)；内循环控制每轮的比较次数，第i轮需要比较N-1-i次，for(int j=0;j<N-1-i;j++)。**

这种方式推荐使用，意义更加明确。因为每一轮的比较次数肯定是**从N-1递减为1**，所有外循环就是**从N-1到1**，内循环直接从0到i-1即可。

# 冒泡排序算法优化

可以知道冒泡排序的核心是**两两对比进行交换**。如果有一个无序数列（2，1，3，4，5，6，7，8，9，10），按照上面的代码，从第一次循环交换后的操作，可以说都是没必要的。（经过一轮操作就可以完成排序任务。）**所以，这些操作就是我们需要优化的地方**。

**那么如何优化？**

通过观察可以看到，造成没必要的操作主要原因是**后面8个数的顺序都已经是有序**。所以，我们**可以通过设置一个标记变量，标记数列中的数是否在循环结束前就已经排好序。**

**优化后的代码：**

**public** **static** **void** bubbleSortOptimization2(**int** a[]) {

**int** N = a.length;

**int** temp = 0;

**int flag = 1; //设置标记变量**

**for** (**int** i = N - 1; i > 0&&flag != 0; i--) {

**flag = 0;** //只要flag在下一次外循环条件检测的时候值为0，就说明已经排好序，不用继续循环

**for** (**int** j = 0; j < i; j++) {

**if** (a[j] > a[j + 1]) {

**flag = 1; //如果有交换，就将标记变量赋1**

temp = a[j];

a[j] = a[j + 1];

a[j + 1] = temp;

}

}

}

}

在最好的情况下，冒泡排序的时间复杂度为O（N）。

即1,2,3,4，5，7,8,9,10 只需要比较9次，不需要交换。

下面讨论几种情况：

1,2,3,4,5,6,7,8,9,10 需要1轮比较，交换0次。

2,1,3,4,5,6,7,8,9,10 需要两轮比较，需要9+8=17次比较，交换1次。

1,2,3,4,6,5,7,8,9,10 需要2轮比较，交换1次。

2,3,4,5,6,7,8,9,1,10 需要9轮比较，交换8次。（第一轮中交换1次）

2,3,4,5,6,7,8,9,10,1 需要9轮比较，交换9次。（第一轮中交换1次）

只要在本轮中发生了数据交换，下一轮就必须进行；只有在本轮中没有发生数据交换，才能确保数据已经排序完毕。**虽然第2、3中情况，第一轮就可以完成排序，第二轮必须确定已经排序完毕。不能通过设置交换次数大于等于2，来作为设置flag=1的标志，因为第4、5中情况，在每一轮中都是交换一次。**

# 时间复杂度

在优化之前，**比较次数**是固定的，都是；移动次数最优下为0，最坏下为。

若文件的初始状态是正序的，一趟扫描即可完成排序。所需的关键字比较次数 ![https://gss0.bdstatic.com/-4o3dSag_xI4khGkpoWK1HF6hhy/baike/s%3D12/sign=5e6ca6622c738bd4c021b633a08bb91b/b3b7d0a20cf431ad4f379a864936acaf2fdd98ac.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAMBAMAAABGh1qtAAAAMFBMVEX///90dHSenp5QUFAEBATMzMyKioq2trbm5uZAQEAWFhYMDAwiIiIwMDBiYmIAAABGR0leAAAAAXRSTlMAQObYZgAAAEVJREFUCB1jYGB4e3plAwNDVQJDdAADuysDAzMDA/cEBhDQB4oDwRQwyXAKQt2GUPYQql6AgaEIqOcbA5sHUERnz8kABgA7pAzBN/18pQAAAABJRU5ErkJggg==) 和记录移动次数 ![https://gss1.bdstatic.com/-vo3dSag_xI4khGkpoWK1HF6hhy/baike/s%3D16/sign=c765e07cd5ca7bcb797bc329bf09e8ac/48540923dd54564e27333d86b1de9c82d1584f3f.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAMBAMAAACZySCyAAAAMFBMVEX///8EBAR0dHRAQEDm5uYwMDCKiooWFhZQUFDMzMxiYmIMDAy2trYiIiKenp4AAABqlBxoAAAAAXRSTlMAQObYZgAAAGtJREFUCB1jYHj7j4GB4fwuBgbOH0BG/QEGBrbvQBzvwMDA3M/AwJsPFGX3f8CwTBvI8GVvYLnQDmRkMRcwHzAFMmzYPkxluAFkFLD8i2QAGsNSwLDXgEGMgYHJgMHQgQVo+kIphiyG3O8PAG5YGhkJ+PzCAAAAAElFTkSuQmCC) 均达到最小值： ![https://gss3.bdstatic.com/7Po3dSag_xI4khGkpoWK1HF6hhy/baike/s%3D84/sign=c4f5a2db0b23dd542573aa6cd0090824/78310a55b319ebc4b8a3a8268026cffc1f1716b1.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFQAAAAPBAMAAACIDPXGAAAAMFBMVEX///90dHSenp5QUFAEBATMzMyKioq2trbm5uZAQEAWFhYMDAwiIiIwMDBiYmIAAABGR0leAAAAAXRSTlMAQObYZgAAAPBJREFUKBVjYGB4e3plAwNBUAtUUZXAEB1AUGXweQYGdlcGBmaCKhkY9BkYuCcQoQ6oBKhUvwGn0jcMTxAuAyqdgqlyiYuLywEGBr47ffkoSk8hlB5DMMGsyQYlCBGgqbcRPA0EE8xaxSDDwBC1atWq5UAuUKk9mjwS9xvDPQQPqLRegIGhSOvtNpmtTMvYNl4B8higbmX/wOCOopT5GwObB5eBfsFlhmMM+5g+ICT5DnB8VIBz8xsYGHT2nAzgUehneAlUupwBSSmnAPsmuEq+9RchbJBSSXSlcGUoDBKUqtywF7hd5Nv0k+kjihEoHAC6aj96lH/ZMAAAAABJRU5ErkJggg==) ， ![https://gss3.bdstatic.com/7Po3dSag_xI4khGkpoWK1HF6hhy/baike/s%3D66/sign=1745c99097cad1c8d4bbff217e3e11cd/b21c8701a18b87d6007472a0050828381f30fd5f.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEIAAAAPBAMAAACivARpAAAAMFBMVEX///8EBAR0dHRAQEDm5uYwMDCKiooWFhZQUFDMzMxiYmIMDAy2trYiIiKenp4AAABqlBxoAAAAAXRSTlMAQObYZgAAAQJJREFUGBljYHj7j4GB4fwuIIEJWILLgIKcP4BE/QFMaaAI+wP/CQwMbN+BON4Bq4qHDLwGDAzM/QwMvPlYFTCYMnAJAE3yf8CwTBu7imIGtg8MDL7sDSwX2tFUFAoKCl5gYNjBwPaFgSGLuYD5gClUxTVUlTsY+IBm2LB9mMpwAyrzBFUFxJYCln+RDNiDgyGWgauAgaWAYa8BgxjD86XbdHfylbFtClQAmgN1RyIDawMDkwGDoQPLPwb2hvcHIhiuMewC2QwDjAmODgwLpRiyGHK/P+B94M+wGKiihgFJBeflGJhiYKABVSijq0BIA1mEVTwM6VeIPifq95nvE4pOBgA6P0eDp5RU5AAAAABJRU5ErkJggg==) 。

所以，冒泡排序最好的[时间复杂度](https://baike.baidu.com/item/%E6%97%B6%E9%97%B4%E5%A4%8D%E6%9D%82%E5%BA%A6)为 ![https://gss3.bdstatic.com/7Po3dSag_xI4khGkpoWK1HF6hhy/baike/s%3D33/sign=feddd1e257fbb2fb302b5e114e4a94f7/b58f8c5494eef01f9d1ac17ae2fe9925bc317d07.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAASBAMAAAAnJKpfAAAAMFBMVEX///9AQEBiYmJ0dHQWFhYEBATMzMyKiooMDAyenp62trYiIiIwMDBQUFDm5uYAAAC8RykMAAAAAXRSTlMAQObYZgAAAN9JREFUGBlNj7FOwlAUhr+2CrUIhRB3NgYNxk2DA+EBCBNzF/Y+hXNHN7uYsLW4OWBMHEx04QEwcXFhKQmJCUycnksJJzfn///v3nOSC/sqqWqvLb6/JHWUOIHIY8RTiDdXQgqlLVSHVGJDXuHkHbwNfwZwA0kEtTVdsFN7xDNcy6WQBly9tf/JfrkQIlMzsH68IX6sxF7Rl409J8WPdMqd8wJ+eN7K3yQh3JLvSTiN8QOsB5wBXOYnuxMM3emH9DE0mUTcizflBkY/9xnKLWN7B0JdbVl+UNRSzVkRj3UHnnQsZmz+fX8AAAAASUVORK5CYII=) 。

若初始文件是反序的，需要进行 ![https://gss3.bdstatic.com/7Po3dSag_xI4khGkpoWK1HF6hhy/baike/s%3D32/sign=411c7ed7d309b3deefbfe26acdbf0492/8b82b9014a90f60364df45f83b12b31bb051ed26.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAMBAMAAADxOqKKAAAAMFBMVEX///8MDAyenp50dHQWFha2trZQUFBAQECKiorm5uYwMDDMzMwEBAQiIiJiYmIAAAC/TzM1AAAAAXRSTlMAQObYZgAAAFpJREFUCB1jYEABUSg8BoZt99EEGPSxCbxleLMBLg5Uwbd2Xj+KAENZQgxcAdgMFwZbBgZuFyAIYAAL/GBYh6KC9QPDURQBvgucnxXgIv0TGNgNWIXgfD7/xQB8fRNu+aeEOgAAAABJRU5ErkJggg==) 趟排序。每趟排序要进行 ![https://gss3.bdstatic.com/7Po3dSag_xI4khGkpoWK1HF6hhy/baike/s%3D30/sign=3af139940cf41bd5de53eef450da752f/503d269759ee3d6d1214597441166d224e4adebb.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB4AAAAMBAMAAACHABABAAAAMFBMVEX///8MDAyenp50dHQWFha2trZQUFBAQECKiorm5uYwMDDMzMwEBAQiIiJiYmIAAAC/TzM1AAAAAXRSTlMAQObYZgAAAGdJREFUCB1jYEAB5Sg8BoYkND4W7luGNxtgwswCDHxr5/XD+c8FGBjKEmJg0gxsBQwMLgy2DAxbXFxcXBkYWBoYGH4wrIPL829gYP3AcBTO12Fg4LvA+VkBJvDkNQO7AasQjMtQNQEA4/YU4/2kRfwAAAAASUVORK5CYII=) 次关键字的比较(1≤i≤n-1)，且每次比较都必须移动记录三次来达到交换记录位置。在这种情况下，比较和移动次数均达到最大值：

![https://gss1.bdstatic.com/-vo3dSag_xI4khGkpoWK1HF6hhy/baike/s%3D171/sign=f38fc3a1bb389b503cffe455b434e5f1/838ba61ea8d3fd1f846a7b85324e251f95ca5f2a.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKsAAAAjBAMAAAAZJeefAAAAMFBMVEX///90dHSenp5QUFAEBATMzMyKioq2trbm5uZAQEAWFhYMDAwiIiIwMDBiYmIAAABGR0leAAAAAXRSTlMAQObYZgAAAsFJREFUSA2tVEtoE1EUPZOYzCROJoPgoiXCLMRFERrQhQuhEVPsoovZqguDii4EHVRQ4iID7lw4EQVBEboQxIIgKS0UBAc3/iEgiFCVoCIoCcZPY6FIfZNm5r35JU3I28w955573pvPGaDnUv2KAMov6s5IurvPV4GtbmoQdM49FNvbBEQ3Nwh66hmKWLaKh+wbCjnPiGXLlT1kX1AypUnOBOr4ojqDli2fc+AARePZ1+VEGdL7q2fctsLKAG7OSGIXnxOzwPXseYeDdVr8pbj/KjnDmckaMIsMEJslS8O67a9Qs0PTemiv00gXUjWxBrTwkUp7nHaPWKba4KqETRp5tnwTB6igbbtMsadS46aH8cE6jC2SCckUfipOM05eF9nIv9R1isvG2kXj5X3dL7KYa7ikxHJIyHyFCr7/k8FVKQYuf3itAXbIRZ2zNigWcLizEat16nmnokWqQGtEKoi0ADvknwCT3M8kEGVEvvK0jwGSLHeEHHU30Al5pAY8ATaXWUlAnQjgjrLcAwJKih3yg7iIEWBcZyUBtUAO410KQ/DWN2zIdsgfr9ZAwnODUdjl3Xw+b9og9JokqmnyqppEYchsyA0dL0LHNthI5IiwpLAhT2tYCp9Or4UvOtW2/QEn5KSTVjBBBYNV7YcwB7FGQ05OW5KBs2ONhcw8jlXi+1MKMe/r2fLkm+Uegg15WkW0hfhUMjuuvREKGZxyfTobO/5tFaM6STgNeYkM7nz0XBUVA98QuQWxGmZVXC2EtLhXd8gdsyHf1lFatiP8vSKiUyGzwsJYj183E/K3rG20OoqT9RBbThN+h7Q6NBPymQ61/d2EvHRh8fgO0ygHDwvAYnDHZmnI44rNbeS6r7uIhjzSXeju8jk3HhISlSEZuW0+u+GQEG8Oychtc0V34yGhuRMZdUhWjE1q7c9NBvYq/wM6/8JtiuycRQAAAABJRU5ErkJggg==)

![https://gss0.bdstatic.com/94o3dSag_xI4khGkpoWK1HF6hhy/baike/s%3D186/sign=41bfe6dab119ebc4c4787291b427cf79/7af40ad162d9f2d36fa2fd50abec8a136227ccda.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALoAAAAjBAMAAADRSQ1JAAAAMFBMVEX///8EBAR0dHRAQEDm5uYwMDCKiooWFhZQUFDMzMxiYmIMDAy2trYiIiKenp4AAABqlBxoAAAAAXRSTlMAQObYZgAAAydJREFUSA21Vk1oE0EYfWYn2SbdTVMRUbFQ8CBSIqkieughngqipEgR/4rxItKqzUEoSKE5KHqRRkTEW4q29VIVCsUK1hWECgoJKCjiYb1YikhjsdbSkjozG2d3s9k0ifY7bL7vzfvebma+fQlQafidxJQTqg4JDvQXGh7YG5UOYJcdqr5qvzdgNClJW7P/Zg5QbVANxSwyxvdXNXt3kKnrdqyGqsfoOVjUytQ9kSKw6jLYCYxhKBUGAtnAVtHP1JWQKGtLyIcFBLoO9ab2AsPvR5aEClMnP0VZa5KJ4EDyJT4C0g3LwzJ1rNQqKvrUJ+hDGFcAOeHJwt9HQwO4el6wipO7TdFiqGQtZfELJ/EJaIh704KyxrNfVSOC6p5oqE8rOWwH3fcMNmiCydXNYxB4IUn5ssVQifoYRumskHl9jI1ObLeg+OiJ0ts6I2VAniRY9p1tXuaZk8aR9qY0pGZlCreAPXijC9roQjM8HaKkCbnWdZqObdTA1Cg3Cv9vWg5oBuZ+rS88k5XhjVurbzrm4nhdgB4ZRuFbBHxnolZeqdyXdqKyFfLT8awL4bOBBSmdGYU0SD97rbzSecQJX7JCMt0mJU9CBnYbr7hRyDEdIy1WXun8sBPWrVCGVmSevhHcOF4sp7lRHJGTJHvdyqO53NjY2FSEuZR/qY/pOpmXIoZxMDIzim4pIWn7XFqrgFspV8mrSXDj4I30JNp8uTvMRUpGw2r5yJldTD2Qk9PgxsFxOusJkj8Bt3E3m9fM2M7UJ9U0uHFw+gpIAs8j2IyZ4YnwJM5P+bZ49Zr2PRMHWkD3nRsHV19iY9MaJXnIyTntOImH0WObM86q6CJNwnOZuoZhHKyF3mZoG7pxcVFX9RjuI7gfKp1bt5hejrstAeF3RwF/yDAORrMYBVPfofRPo26TqwCZmKFjUD4mzWWLUXD1uo6duEDd0CU8GmGmVDa6zVWLUXzpHGw+9Xb87NdsLGIS7BkBxu2Is5JMqPoD3Gg2l86IJnBdZBUmlp/tCjuqof2Hf19lbvewzNo/LynUX9cv2qPrpw08PRdOrZu+d/VHW1XifwDnveEhf01pwAAAAABJRU5ErkJggg==)

冒泡排序的**最坏时间复杂度**为 ![https://gss1.bdstatic.com/-vo3dSag_xI4khGkpoWK1HF6hhy/baike/s%3D40/sign=17b28fa860d0f703e2b294dc09fa9d5c/e4dde71190ef76c63a4e22949f16fdfaae5167f5.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAVBAMAAADGNLEtAAAAMFBMVEX///9AQEBiYmJ0dHQWFhYEBATMzMyKiooMDAyenp62trYiIiIwMDBQUFDm5uYAAAC8RykMAAAAAXRSTlMAQObYZgAAAQNJREFUGBlljz1LxEAQQF8+0HOjSxrLgzQWYqGVCNdaS2ptIvgDDjsruwMrU9ppY6l3tlaHdl6THyAS/AWBwGlSiJNdbvFwWXbePGZndmFpnZ2US7lJPqL4v8xWJ39lZpOgoCP9PnsDv7QyKtkXusm5HfJgHdsQwUoLGynPVq4lInPCKahGp1ae8kgQM86lbR3I0B22suvvBJWyKyW69mL82edl1tXrHzYlqCYqoF/cdw5aI/0qTOCQgXE05nqviER+8WJly3gIB0hPVXFs5RxvRHCEP5Gta3mJTKhg8PQqX0jx9tSVqQymJsgxWgCsS0O7zhcAoUPPERcO9Z1DM81lDn4BX8U3ukuXclEAAAAASUVORK5CYII=) 。

综上，因此冒泡排序总的平均时间复杂度为 ![https://gss1.bdstatic.com/-vo3dSag_xI4khGkpoWK1HF6hhy/baike/s%3D40/sign=17b28fa860d0f703e2b294dc09fa9d5c/e4dde71190ef76c63a4e22949f16fdfaae5167f5.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAVBAMAAADGNLEtAAAAMFBMVEX///9AQEBiYmJ0dHQWFhYEBATMzMyKiooMDAyenp62trYiIiIwMDBQUFDm5uYAAAC8RykMAAAAAXRSTlMAQObYZgAAAQNJREFUGBlljz1LxEAQQF8+0HOjSxrLgzQWYqGVCNdaS2ptIvgDDjsruwMrU9ppY6l3tlaHdl6THyAS/AWBwGlSiJNdbvFwWXbePGZndmFpnZ2US7lJPqL4v8xWJ39lZpOgoCP9PnsDv7QyKtkXusm5HfJgHdsQwUoLGynPVq4lInPCKahGp1ae8kgQM86lbR3I0B22suvvBJWyKyW69mL82edl1tXrHzYlqCYqoF/cdw5aI/0qTOCQgXE05nqviER+8WJly3gIB0hPVXFs5RxvRHCEP5Gta3mJTKhg8PQqX0jx9tSVqQymJsgxWgCsS0O7zhcAoUPPERcO9Z1DM81lDn4BX8U3ukuXclEAAAAASUVORK5CYII=) 。

# 算法稳定性

冒泡排序就是**把小的元素往前调或者把大的元素往后调**。比较是相邻的两个元素比较，交换也发生在这两个元素之间。所以，如果两个元素相等，我想你是不会再无聊地把他们俩交换一下的；如果两个相等的元素没有相邻，那么即使通过前面的两两交换把两个相邻起来，这时候也不会交换，所以相同元素的前后顺序并没有改变，所以**冒泡排序是一种稳定排序算法**。